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ABSTRACT: Lustre is synchronous language, widely used for the development of reactive systems, control systems and monitoring
systems, such as nuclear reactors, civil aircraft, automobile vehicles... In particular, Lustre is suitable for developing real-time
systems. In such applications, testing activities for fault detection play a very important role. Mutation testing is one of the most
commonly used techniques for evaluating the probability of fault detection of test data. However, there are three main challenges:
(1) a large number of mutants (leading to a very high computational cost); (2) real fault simulation by generated mutants; and (3)
equivalent mutant problems. There are many different approaches which have been proposed for overcoming the above-mentioned
problems of mutation testing. Each solution has its own advantages and disadvantages. Among them, higher order mutation testing,
which was first introduced in 2009, is the only approach abling to address of all three mutation testing problems, and the only one
to deal with the problem of realism of injected defects. In this paper, we propose an application of second order mutation testing for
Lustre program. The experimentation of second order mutation testing on some Lustre programs shows the better result in terms of
mutation score compared to first order mutation testing. This opens a promising direction in improving mutation testing for Lustre
programs.
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I. INTRODUCTION

Software testing is one of important steps in software development process, it consumes an enormous
proportion (sometimes as much as 50%) of the effort for developing a system [1]. In particular, some critical systems
require high reliability and safety, like reactive systems, so testing such systems costs more time and resource.

A reactive system is a system which reacts to events that are produced by an external environment. Reactive
systems are core components of many safety critical systems, such as the ABS system of cars, flight control systems in
aircrafts... [2]. Synchronous programming languages are often used to develop reactive systems.

Synchronous programming [3] was introduced in the late 1980s as an approach to the design of reactive
systems. Some synchronized programming languages have been developed, such as Esterel, Signal or Lustre [4].
Among these languages, Lustre [5] is a synchronous data flow language, designed in 1984 by the IMAG Institute in
Grenoble. Lustre is widely used for building models, control system designs in a number of industrial fields such as
electronics, automobiles and power.

Mutation testing [6] is a technique for evaluating the capability of test data to uncover faults made by
programmers. Mutation testing generates the faulty versions (mutants) from the original program based on a set of
mutation operators. The goal is to select a set of test data that is capable to detect (kill) mutants and, hence, to perform
a quality assessment of that set of test data.

At the same time, many studies are proposed to improve the quality of the application of mutation testing. In
particular, the recently proposed higher order mutation (HOM) [7] allows solving mechanical limitations of the
traditional mutation testing, such as the large number of mutants or the equivalent mutants.

High order mutation testing as mentioned above is a solution that is used to improve the effectiveness of
mutation testing. Instead of using only a simple change in first order mutation testing, higher order mutants [8] are
generated by inserting two or more faults into original program to generate mutants. There are many recent studies on
higher order mutation, these studies are divided into two groups [7]: Second Order Mutation Testing (SOM) and
Higher Order Mutation Testing (HOM).

Recently, in our previous work, we studied mutation testing for Lustre applications, initial research results were
presented in [20] [21].

In [20], we proposed the set of mutation operators, the mutation testing process, the manual generation of
mutants, the random generation of test data for Lustre programs. The big limitation in our first work on mutation
testing for Lustre programs is to generate manually mutants, this is costly in terms of time.

To solve this problem, in [21], we have developed the automatic generator of mutants. Then, we have done the
experimentation on more and bigger Lustre programs. However, the experimentation showed that mutation score was
low and number of alive mutants was high.
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As mentioned above, higher order mutation was showed as effectiveness in terms of detecting equivalent
mutants and simulating real faults. In this paper, we propose to apply higher order mutation testing, specifically, second
order mutation testing for Lustre programs. We reuse the set of mutation operators proposed in [20] for Lustre and
apply different strategies to generate second order mutants. The experimentation will be conducted on a set of Lustre
programs and the result will be compared with the experimental result of first order mutation.

The paper is organized into 5 sections. The next section presents the background of the mutation testing, the
Lustre language, and the higher order mutation testing. The proposed second order mutation testing for Lustre
programs with random test data is presented in Section 3. The experimentation and analysis on SOM and FOM for
some Lustre programs are showed in Section 4. Finally, the paper finishes by the conclusion and future work.

Il. BACKGROUND
A. Mutation testing

Mutation testing was proposed in the 1970s by Richard DeMillo [6]. Mutation operators are applied to the
original program to generate mutants (faulty programs). Then, the original and mutant program are executed on the
same set of test data. If the outputs of the original and mutant programs are different, the mutant will be killed (by the
test data set), otherwise, the mutant is alive.

Mutation testing is based on two hypotheses: the competent programmer hypothesis and the coupling effect [6].
Theoretical and empirical research has shown that mutation testing is an effective way to evaluate the quality of test
data [10]. However, mutation testing has some limitations, such as big number of generated mutants, equivalent mutant
problem...

In Figure 1, we give an example for a FOM by replacing operator “>” by operator “>=".

Orignal program (P) First order mutant (P')
node sum(ab:int) returns (s:int}; node sum(ab:int) returns (s:int};
let let
s= if (a=b] then a+b else a-b; s= if (a==Db) then a+b else a-b;
tel; --replace = by ==
tel;

Figure 1. Example of first order mutant.

In this example, if the test data {a =1, b = 1} are used then this mutant is Killed because output s in the original
program is 0 while output s in the mutant program is 2. However, if we use the test data {a = 0, b = 0}, this mutant is
not killed because both mutant and original program produce the same output.

To evaluate the quality of a set of test data T for a program P, the mutation score is defined as follows:

MS(P,T) = ﬁ , Where, D is the number of mutants killed; M is the number of generated mutants; E is the number of

equivalent mutants.

Mutation score indicates that the best set of test data (that is, the MS equals to 1) will kill all mutants, i.e. it
reveals all faults in the program.

B. The Lustre Language

Lustre [4][5] is a data flow synchronous specification and programming language. Lustre program is described by
a network of nodes, represented by the relationships between input and output flows. These relationships are expressed
by operators, intermediate variables and constants. Inputs, outputs, variables and constants are represented by data flows
such as (e0, el, €2, ...).

Lustre is widely used for the development of reactive systems, control systems and monitoring systems, such as
nuclear reactors, civil aircrafts, automobile vehicles, etc. In particular, Lustre is suitable for the development of real-time
systems [5].

All variables in a Lustre program must be declared explicitly with a specified data type. There are three basic
types of data, including logic, real numbers, integers (bool, real, int) with their associated arithmetic operations: +, -, *, /,
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mod, div; logical operators: and, or, not, xor; relational operations: =, <, <=,>,> =, <> and conditional expression if then
else.

In addition, the Lustre language has three temporal operators: precedence, initialization, and clock operator.

The precedence operator is denoted by pre(). The pre() operator denotes the value of the argument on the
previous clock cycle, so it will return the value nil at the first clock cycle.

The initialization operator is denoted by -> or fby. It is used to provide the initial value of a data flow. This
operator is often used in conjunction with the pre() operator because the first string value of a pre() expression is nil.

Operator when used to change the clock frequency. The when operator is also called a filter.
They work specifically on data flows and can be used to build more complex new operators.
C. Higher Order Mutation

According to Harman et al. [7], mutants are classified into two types: first-order mutants (FOM) and higher-order
mutants (HOM). FOM is created by applying only one mutation operator and used in a first-order mutation testing, while
HOM uses more than one mutation operator and is used in higher-order mutation testing.

In Figure 2, from original program P, FOM P’ is generated by replacing “>” by “>=" from expression “a>h”;
HOM P’ is generated by replacing “>" by “>=" from expression “a>b” and “+” by “*” from expression “a+b”.

Orignal program (P)

First order mutant (P')

Second order mutant (P"')

node sum/(a,b:int] returns (s:int);
let
s= if (a=b) then a+b else a-b;

tel;

node sum(a,b:int] returns (s:int);
let
s= if (a==b) then a+b else a-b;

--replace = by ==

node sum/(a,b:int) returns (s:int);
let
s= if (a==b) then a*b else a-b;

--replace = by >=and “+" by “*"

tel; tel;

Figure 2. Example of higher order mutant

D. Work related to higher order mutation testing

In the past, mutation testing was understood as inserting only one fault into original program to create mutants.
Since higher order mutation testing was first introduced, traditional mutation testing is considered as first order mutation
testing. First order mutation takes care only single fault, while most real faults are complex faults [9]. A complex fault is
a fault that cannot be solved by making a single change in program. Complex faults are simulated better by higher order
mutation testing. In addition, the recent empirical research results showed that higher order mutants have reflected better
actual fault [7]. In this paper, we focus on higher order mutation testing.

Higher order mutation testing applies two or more mutation operators to original program to create mutants. The
important problems of higher order mutation testing is to reduce the number of mutants and to generate mutants
reflecting most real faults of original program, i.e. reducing the cost and increasing the quality of test data set. Many
recent researches have investigated higher order mutation testing. They are divided into two groups: Second Order
Mutation Testing (SOM) and High Order Mutation Testing (HOM).

Polo et al. [11] introduced three different algorithms (Last2First, DifferentOperators and RandomMix) to
combine first order mutations (FOMSs) to create SOMs. Experimental results showed that their approaches have reduced
the number of mutants by about 50%, without reducing the quality of the test set.

The algorithms proposed by Polo et al. in [11] have been more studied by Papadakis and Malevris [24] in order to
improve the equivalent mutant problem. Their experimentations showed the promising results: the number of equivalent
mutants is reduced to 85.65-87.77% and loss of error detection capacity between 11.45-14.57%. In addition, their studies
indicate that the number of mutants is decreased to approximately 50%, this deduces the decrement of execution and
computation time.

In [12], the authors presented an empirical study of higher order mutation testing. They focused on analyzing
second order mutation and they found that SOM achieved a higher coverage compared to HOM. They proposed the
SOM testing strategies (H Dom and SDHomF) and got the most interesting experimental results when applying the
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hybrid strategies. Decrease of equivalent mutants varies between 65.5% for the H Dom(50%) and 86.8% for the SDomF
strategy, with a loss of test effitiveness from 1.75% for HDom(50%) to 4.2% for SDomF.

In [13], the authors proposed to apply the multi objective Parejo optimal genetic programming to generate
HOMs. They utilized to fitness functions: semantic difference and syntactic difference. Their experimental results
showed that realistic HOMs were harder to be killed than first order mutants.

Besides, in [14], [15], [16], [17], [18], [19], the authors proposed a classification of higher order mutants that
cover all possible cases of generated mutants. These higher order mutants are created by combining the first order
mutants, and they are more difficult to be killed than the first order mutants creating them and a set of test cases that can
kill these higher order mutants will also kill all first order mutants creating them. These higher order mutants can replace
all of their first order mutants without diminishing the effectiveness of mutation testing. This allows to apply higher
order mutation testing to solve problem the equivalent mutant problem and describing the actual faulty of a program.

11l. SECOND ORDER MUTATION TESTING FOR LUSTRE PROGRAMS

In [20], [21], the results of experimentations with random test data showed some problems, such as low mutation
score, big number of alive mutants and equivalent mutant problem.

In this work, we focus on improving mutation score by simulating better the actual faults by generated mutants.
In order to tackle this problem, we propose to apply higher order mutation to Lustre programs. Concretely, in this paper,
we apply the second order mutation strategies to generate mutants for Lustre programs. In this section, we first present
the second order mutant generator and then the process of second order mutation testing.

A. Generation of second order mutants for Lustre programs

We propose the schema to generate second order mutants for Lustre programs by combining first order mutants
(Figure 3). In this schema, FOMs are generated by applying mutation operators proposed in our previous work [20],
021]. Next, we apply the algorithms for combining FOMs to create HOMSs. In this paper, we first implemented the
DifferentOperators algorithm [11] for the experimentation, i.e. two FOMs generated by two different mutation operators
are used to generate SOMs.

Mutation operators

y

[ Original program P ]—p FOMSs Generator

!

FOMs P1

!

[ Algorithm (generate SOMs) ]—) SOMs Generator

v

SOMs Pn

Figure 3. Second order mutants generator architecture

B. Second order mutation testing for Lustre programs
In this subsection, we present second order mutation testing process for Lustre programs in Figure 4.

In this process, both generated SOM and orginal program are executed on the same set of test data. If the output
of the mutant program is different from the output of the original program, the mutant is killed. If the output of the
mutant is identical to the original program, this mutant may be equivalent or can be killed by a better test data set. In this
latter case, the test data set should be adjusted and repeated until testing is sufficient to kill all mutants or reach the
threshold of mutation score.
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Figure 4. Second order mutation testing for Lustre programs

In this section, two experimentations are presented. In the first one, we applied the proposed solution of second
order mutation testing for program AC_Controller written in Lustre language. Then, we compared with the
experimentation conducted in the previous work for first order mutation testing on the same program AC_Controller and
the same set of test data in terms of mutation score. In the second experimentation, we applied the proposed solution of
second order mutation testing for different programs written in Lustre language to evaluate the number of generated

mutants.

In the first experimentation, the set of FOMs was generated for the AC_Controller program, then these FOMs
were run on four sets of test data TS1, TS2, TS3, and TS4 to compute the humber of killed mutants and the mutation
score. Next, the differentOperators algorithm was applied to generate SOMs for the AC_Controller program. The SOMs
were executed on the same four sets of test data TS1, TS2, TS3, and TS4. The equivalent mutants were determined
manually. Table 1 shows the results of this experimentation, where TS is test data set, TM is the number of generated

mutants, KM is the number of killed mutants, AM is the number of alive mutants, and MS is the mutation score.

Table 1. Mutation score between fom and som for Ac_Controller application

FOM SOM
TS ™ KM | AM MS ™ KM AM MS
TS1 29 25 4 86,21% 410 409 1 99,76%
TS2 29 27 2 93,10% 410 408 2 99,51%
TS3 29 26 3 89,66% 410 360 50 87,80%
TS4 29 20 9 68,97% 410 356 54 86,83%

From the experimental results, we can state that the capability of detection of faults of the generated SOMs are
better than the generated FOMs in terms of mutation score for all four sets of test data. Based on FOMs, TS2 is the best
set of test data, but TS1 is the best one based on SOMs. Both FOMs and SOMs show that TS4 is the worst amongst the

four sets.
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In the second experimentation, FOMs and SOMs were generated for four different Lustre programs. The results
are presented in Table 2 The first experimentation shows that SOMs are better than FOMs in terms of fault detection,
however, the second one shows that the number of SOMs is much higher than the number of FOMs. This means that
SOM increases the test cost. In the next step of this research, we intend to continue studying the reduction of number of
generated SOMs but keep the quality of SOMs.

Table 2. Generated FOM and SOM

Program Number of expressions | Number of FOMs | Number of SOMs
Shutter_Controller 12 58 1.282
CarLights 19 90 3.384
Stopwatch 20 86 5.618
Fibonacci 7 17 104

V. CONCLUSION

Mutation testing is applicable to many different programming languages, but it has not been fully researched to
apply to the Lustre language. In our project, we intend to develop a whole framework of mutation testing for Lustre
programs. Previously, we already proposed a set of mutation operators [20] and we developed the mutant generator to
automate a part of mutation testing process and reduce the test cost [21].

Along with the results of our previous studies, we find that more research is needed to contribute and improve
mutation testing techniques for Lustre program. Through this theoretical and empirical study, we understand that it is
possible to apply higher order mutation testing techniques to Lustre programs. This is the new research direction that has
positive effects on the field of mutation testing in general and the mutation test for Lustre program in particular, making
an important contribution to solving difficult problems in mutation testing for Lustre application.

In this paper, we only applied the second order mutation with the DifferentOperators algorithm, and executed
mutants manually. In the next step, we will develop an automatic second order mutants generation and execution. We
also intend to study solutions to reduce the number of second order mutants for Lustre programs.
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KIEM THU BOT BIEN BAC HAI CHO CAC CHUONG TRINH LUSTRE

Lé Vin Phol, Nguyé&n Thanh Binh, loannis Parissis

TOM TAT: Lustre la ngon ngi# dong bg, diroc sik dung réng rai dé phét trién cac hé thang phan g, hé théng diéu khién va hé
thong gidm sdt, nhir [0 phan g hat nhan, may bay dan dung, xe 6 6 ... Ddc biét, Lustre phi hop d@é phat trién cac hé thong thoi
gian thuc. Trong céc iing dung nhur vdy, cac hoat déng kiém thir dé phat hién 16i dong vai tro rdt quan trong. Kiém thi dgt bién
14 mét trong nhiing ki thudt diroc sir dung phé bién nhdt dé danh gi chdt hrong cia dit liéu thiz. Tuy nhién, cé ba thach thic
chinh cdn gigi quyét: (1) sé lwong dét bién thuong rat lén (ddn dén chi phi kiém thiz thuong rat cao); (2) cde dét bién duwoc sinh
ra c6 md ta duoc cac I6i thuc hay khdng; va (3) cc vdn dé vé dét bién rrong dirong. Cé nhiéu cach tiép cdn khdc nhau di dwoc
dé xudt dé khdc phuc céc vén dé néu trén cho kiém thir dgt bién. Mdi mét gidi phdp déu c6 wu diém va nhirge diém riéng. Trong
s6 do, kiém thir dét bién béc cao, lan dau tién diroc gidi thiéu vio ndm 2009, la cdch tiép can duy nhat dé giai quyét ca ba van dé
cuia kiém thar dot bién va 1a cach duy nhdt d@é gidi quyét van dé vé mé td dieoc cac 15i thue. Trong bai bdo nay, ching t6i dé xudt
ap dung kyj thugt kiém thir dgt bién bdc hai cho cdc chuwong trinh Lustre. Thir nghiém kiém thi dgt bién bdc hai dioc thuc hién
trén mgt s6 chirong trinh Lustre cho thay két qua tot hon vé ty 1¢ dét bién so véi kiém thir dét bién bdc mgr. Biéu nay mé ra mgt
huong di day hira hen trong viéc cai thién kiém thir dgt bién cho cdc chwong trinh Lustre.



